НАЦІОНАЛЬНИЙ ТЕХНІЧНИЙ УНІВЕРСИТЕТ УКРАЇНИ

«КИЇВСЬКИЙ ПОЛІТЕХНІЧНИЙ ІНСТИТУТ

ІМЕНІ ІГОРЯ СІКОРСЬКОГО»

Факультет прикладної математики

Кафедра прикладної математики

Звіт

із лабораторної роботи

з дисципліни «АЛГОРИТМИ І СИСТЕМИ КОМП’ЮТЕРНОЇ

МАТЕМАТИКИ 1.МАТЕМАТИЧНІ АЛГОРИТМИ»

на тему

“Лінійне програмування”

|  |  |
| --- | --- |
| Виконала: | Перевірила: |
| студентка групи КМ-01 | Асистент кафедри ПМА |
| Резниченко Є. С. | Ковальчук-Химюк Л. О. |

Київ — 2023

Зміст

[Вступ 3](#_Toc154106117)

[Основна частина 4](#_Toc154106118)

[Варіант 6 4](#_Toc154106119)

[Теоретичні відомості 4](#_Toc154106120)

[Алгоритми розв’язання 6](#_Toc154106121)

[Висновки 7](#_Toc154106122)

[Відповіді на контрольні питання 8](#_Toc154106123)

[Перелік посилань 9](#_Toc154106124)

[Додаток A – Код програми 10](#_Toc154106125)

[Вміст файлу main.py 10](#_Toc154106126)

[Вміст файлу main.m 10](#_Toc154106127)

# Вступ

Метою роботи є побудова математичних моделей лінійного програмування, практичне розв’язання задач лінійного програмування з використанням СКМ.

# Основна частина

## Варіант 6

Задача о сумішах

|  |  |  |  |
| --- | --- | --- | --- |
| Види ресурсів | К-сть одиниць поживних речовин на одиницю продукції | Максимальна норма поживних речовин | Прибуток від реалізації одиниці продукції |
|  |  |
|  |  | 9  8  12 |  |

Математична модель:

Метод розв’язання – симплекс [3]

## Теоретичні відомості

1. Об'єктивна функція (функція максимізації прибутку):

Об'єктивна функція у задачі лінійного програмування на максимізацію прибутку представляє собою лінійну функцію, яка виражає відношення між змінними рішення та прибутком. Наприклад, якщо у вас є змінні рішення x\_1, x\_2, …, x\_n, а ціна кожного товару або послуги, які ви продаєте, відома, то об'єктивна функція може виглядати наступним чином:

Максимізувати P = c\_1x\_1 + c\_2x\_2 + … + c\_n\*x\_n,

де P - прибуток, а c\_1, c\_2, …, c\_n - ціни на відповідні товари або послуги.

1. Обмеження:

Лінійне програмування також включає систему обмежень, які відображають реальні обмеження чи обставини, з якими стикається організація чи особа. Обмеження можуть впливати на кількість ресурсів, виробничі можливості та інші фактори. Наприклад:

a\_11\*x\_1 + a\_12\*x\_2 + … + a\_1n\*x\_n <= b\_1,

a\_21\*x\_1 + a\_22\*x\_2 + … + a\_2n\*x\_n <= b\_2,

a\_m1\*x\_1 + a\_m2\*x\_2 + … + a\_mn\*x\_n <= b\_m,

де a\_ij - коефіцієнти, що визначають вплив змінної x\_j у обмеженні i, а b\_i - права частина обмеження i.

1. Не від'ємність змінних:

Зазвичай вводиться умова, що змінні рішення повинні бути не від'ємними:

x\_1 >= 0,

x\_2 >= 0,

x\_n >= 0.

Метою лінійного програмування є знайти значення змінних рішення, які максимізують (чи мінімізують) об'єктивну функцію при виконанні всіх обмежень. Рішення задачі лінійного програмування може бути знайдено за допомогою різних алгоритмів, таких як симплекс-метод [3].

Симплекс-метод - це алгоритм для розв'язання задач лінійного програмування

1. Тип задачі: Симплекс-метод використовується для знаходження оптимального рішення задачі лінійного програмування, де шукається максимум чи мінімум лінійної функції за певними обмеженнями у вигляді лінійних рівнянь і нерівностей.
2. Базис і план: Алгоритм працює з базисним планом, який представляє собою набір змінних, які не рівні нулю, і визначається обмеженнями задачі. Ці змінні входять в базис, а інші - невходять
3. Ітерації: Симплекс-метод виконує ітерації, на кожній з яких покращується поточний базисний план. В кожній ітерації вибирається вихідна змінна і вхідна змінна, щоб покращити значення цільової функції.
4. Покращення плану: Змінюючи базис, метод спрямований на поступове покращення значення цільової функції до досягнення оптимуму.
5. Зупинка: Алгоритм завершується, коли більше немає можливості покращити значення цільової функції.
6. Практичні використання: Симплекс-метод застосовується в областях економіки, фінансів, транспортної логістики та інших галузях для оптимізації рішень при умовах обмежень.

## Алгоритми розв’язання

1. Читання даних з файлу:

* Зчитуються дані з файлу 'umova.txt', який містить інформацію про прибуток, матрицю та запаси.
* Дані розділені за категоріями, такими як 'Прибуток', 'Матриця' та 'Запаси'.

1. Підготовка даних:

* Функція `umova` повертає підготовлені дані про прибуток (`c`), матрицю (`A`), і запаси (`b`).

1. Вирішення задачі лінійного програмування з Python:

* Використовується функція `linprog` [2] з бібліотеки Scipy [1] для знаходження максимального прибутку та оптимального плану виробництва.
* Результати виводяться на екран, включаючи максимальний прибуток та оптимальний план випуску продукції.

1. Передача даних до Octave і вирішення задачі:

* Використовується вбудована функція `glpk` для знаходження максимального прибутку та оптимального плану виробництва.
* Результати виводяться на екран.

Код використовує дві мови програмування (Python та Octave) для розв'язання тієї ж самої задачі лінійного програмування і порівняння результатів.

# Висновки

У результаті розв’язку задачі лінійного програмування на знаходження максимальної кількості поживних речовин для створення оптимального плану раціону харчування симлекс методом досягнуто таких результатів:

Розв'язок на мові Python
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Розв'язок на мові Octave

![](data:image/png;base64,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)

В результаті отримали дуже схожу максимальну кількість поживних речовин та оптимальний раціон харчування.

# Відповіді на контрольні питання

1. Формулювання задачі лінійного програмування.

Задача лінійного програмування (ЛП) полягає в пошуку оптимального рішення для задачі оптимізації, де цільова функція та обмеження представлені лінійними виразами. Основна мета полягає у мінімізації (або максимізації) цільової функції при заданих обмеженнях.

1. Еквівалентні форми задачі лінійного програмування, шляхи переходу від однієї форми до іншої - задачу ЛП можна перетворити з канонічної форми до інших форм, таких як стандартна форма, транспортна форма, та інші. Перетворення відбуваються шляхом введення нових змінних, заміни нерівностей на рівності, та інших математичних операцій. Це допомагає зручно вирішувати задачі в різних контекстах.
2. Геометрична інтерпретація області допустимих значень.

Геометрично область допустимих значень в задачі лінійного програмування є областю в геометричному просторі, де всі можливі розв'язки задачі задовольняють обмеженням. Ця область може бути представлена як політоп, обмежений площинами, що відображають лінійні обмеження в задачі. Розв'язок задачі ЛП знаходиться в точці цього політопу, яка оптимізує цільову функцію.

1. Сутність сімплекс-методу - це алгоритм для розв'язання задач лінійного програмування, особливо в канонічній формі. Він базується на ітеративних кроках, в яких обчислюються нові точки на політопі, які ведуть до зменшення значення цільової функції. Сімплекс-метод рухається від поточного розв'язку до оптимального, шляхом обміну базової та небазової змінної, з метою зменшення значення цільової функції. Цей метод дозволяє знаходити оптимальне розв'язок відносно заданих обмежень.
2. Модифікований сімплекс-метод - це вдосконалена версія сімплекс-методу, яка розроблена для вирішення задач ЛП в ситуаціях, де можуть виникнути обмеження на допустиму множину або надмірність змінних базису. Цей метод може бути більш ефективним в деяких випадках, де класичний сімплекс-метод може бути менш продуктивним.
3. Сімплекс-метод зі штучним базисом використовується для розв'язання задач ЛП, які не мають початкового допустимого базису. Він включає штучні змінні в цільову функцію та починає з штучного базису. Після цього сімплекс-метод використовується для пошуку оптимального розв'язку, при цьому штучні змінні відкидаються на кожному кроці. Після видалення штучних змінних отримується дійсний базис, і сімплекс-метод продовжує пошук оптимального розв'язку.

# Перелік посилань

1. Scipy - <https://scipy.org>
2. Scipy.linprog - [https://docs.scipy.org/doc/scipy/reference/generated/scipy.optimize.linprog.html](https://docs.scipy.org/doc/scipy/reference/generated/scipy.optimize.linprog.html%20)
3. Симплекс метод – <https://elib.lntu.edu.ua/sites/default/files/elib_upload/Готовий%20підручник/page6.html>

# Додаток A – Код програми

## Вміст файлу main.py :

from scipy.optimize import linprog

def umova():

    data = {'Вартість': [], 'Матриця': [], 'Норми': []}

    current\_list = None

    with open('umova.txt', 'r', encoding='utf-8') as file:

        for line in file:

            line = line.strip()

            if line.startswith('#'):

                current\_list = line[1:].strip()

            elif current\_list:

                values = [float(x) for x in line.split()]

                if current\_list == 'Матриця':

                    data[current\_list].append(values)

                else:

                    data[current\_list].extend(values)

    data['Матриця'] = [row for row in data['Матриця'] if row]

    return data['Вартість'], data['Матриця'], data['Норми']

c, A, b = umova()

# Виклик функції лінійного програмування з методом 'highs' для максимізації прибутку

result = linprog(c, A\_ub=A, b\_ub=b, method='highs')

print('\n\n\nРезниченко Є. С. Варіант 6 Лаб 5\n')

if result.success:

    print('Максимальна кількість поживних речовин:', -round(result.fun, 3))

    print("Оптимальний план раціону харчування:")

    print('P1 =', round(result.x[0], 3))

    print('P2 =', round(result.x[1], 3))

    print('P3 =', round(result.x[2], 3))

    print('P4 =', round(result.x[3], 3))

else:

    print('Задачу не вдалося вирішити.')

## Вміст файлу main.m :

% Читаємо дані з файлу

fid = fopen('D:\\KPI\\ASKM\\Labs\\Reznichenko\\Lab\_5\\umova.txt', 'r');

data = struct('Вартість', [], 'Матриця', [], 'Норми', []);

current\_list = [];

while ~feof(fid)

line = fgetl(fid);

line = strtrim(line);

if strncmp(line, '#', 1)

current\_list = strtrim(line(2:end));

elseif ~isempty(current\_list)

values = sscanf(line, '%f');

if strcmp(current\_list, 'Матриця')

data.(current\_list) = [data.(current\_list); values'];

else

data.(current\_list) = [data.(current\_list), values];

end

end

end

fclose(fid);

% Визначаємо необхідні змінні

c = data.('Вартість');

A = data.('Матриця');

b = data.('Норми');

lb = [0; 0; 0; 0];

ub = [];

vartype = 'CCCC';

ctype = 'UUU';

sense = 1;

% Викликаємо функцію glpk

[x, fval, status] = glpk(c, A, b, lb, ub, ctype, vartype, sense);

% Виводимо результати

if status == 5

fprintf('Задачу не вдалося вирішити.\n');

else

fprintf('\nРозв''язок на мові Octave\n');

fprintf('Максимальний прибуток: %f\n', -fval);

fprintf('Оптимальний план випуску продукції:\n');

fprintf('P1 = %f\n', x(1));

fprintf('P2 = %f\n', x(2));

fprintf('P3 = %f\n', x(3));

fprintf('P4 = %f\n', x(4));

end